Java 15 Features
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# Overview of Java 15 (Sept 15, 2020)

1. JEP 360 - Sealed Classes
2. JEP 384 - Records
3. JEP 339 - Edwards-Curve Digital Signature Algorithm (EdDSA)
4. JEP 371 - Hidden Classes

# JEP 360 - Sealed Classes

Java 15 introduces a sealed classes as preview feature which provides a fine-grained control over inheritance. Currently, Java provides no fine-grained control over the inheritance. Access modifiers such as public, protected, private, as well as the default package-private, provide very coarse-grained control. To end that, the goal of sealed classes is to allow individual classes to declare which types may be used as sub-types. This also applies to interfaces and determining which types can implement them. "Sealed Classes" introduced as a preview feature by **JDK Enhancement Proposal 360** offer developers of a Java class or interface the possibility to restrict which other classes and interfaces can extend or implement them.

A sealed class structure is defined as follows,

* The sealed keyword marks a sealed class.
* After the keyword permits, you list the allowed subclasses.
* A subclass of a sealed class must be either sealed, final, or non-sealed. In the first case, you must again define the allowed subclasses with permits. The last case means that the subclass is again open to inheritance - just like any regular class.
* Sealed classes help in creating a finite and determinable hierarchy of classes in inheritance.

Here is an example,

public sealed class Shape permits Circle, Square, Rectangle, WeirdShape { ... }

public final class Circle extends Shape { ... }

public final class Square extends Shape { ... }

public sealed class Rectangle extends Shape permits TransparentRectangle, FilledRectangle { ... }

public final class TransparentRectangle extends Rectangle { ... }

public final class FilledRectangle extends Rectangle { ... }

public non-sealed class WeirdShape extends Shape { ... }

**Here’s how each of the modifiers impact inheritance,**

* A permitted subclass that’s declared final cannot be extended further.
* A permitted subclass that’s declared sealed can be extended further but only by classes that are permitted by the subclass.
* A permitted subclass may be declared non-sealed can be extended further by any class. The superclass cannot restrict the subclasses further down this class hierarchy.

The following class diagram shows the class hierarchy implemented in the sample code. The orange rectangles demonstrate that the hierarchy is extensible only under WeirdShape.

![Class hierarchy with "sealed classes"](data:image/png;base64,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)

public class \_01\_SealedClass\_Demo1 {

public static void main(String[] args) {

Person manager1 = new Manager(101, "John");

System.***out***.println(*getId*(manager1));

System.***out***.println(manager1.getName());

Manager manager2 = new Manager(101, "John");

System.***out***.println(manager2.getManagerId());

System.***out***.println(manager2.getName());

Person employee1 = new Employee(201, "Alex");

System.***out***.println(*getId*(employee1));

System.***out***.println(employee1.getName());

Employee employee2 = new Employee(201, "Alex");

System.***out***.println(employee2.getEmployeeId());

System.***out***.println(employee2.getEmployeeName());

}

private static int getId(Person person) {

if (person instanceof Employee emp) {

return emp.getEmployeeId();

} else if (person instanceof Manager mgr) {

return mgr.getManagerId();

}

return -1;

}

}

abstract sealed class Person permits Employee, Manager {

String name;

String getName() {

return name;

}

}

final class Employee extends Person {

String name;

int id;

Employee(int id, String name) {

this.id = id;

this.name = name;

}

public int getEmployeeId() {

return id;

}

public String getEmployeeName() {

return name;

}

}

non-sealed class Manager extends Person {

int id;

Manager(int id, String name) {

this.id = id;

this.name = name;

}

public int getManagerId() {

return id;

}

}

# JEP 384 - Records

Records were introduced as a preview feature in Java 14, in an effort to reduce boilerplate code when writing POJO based data carrier classes. Java 14 introduces a new class type record as preview feature to facilitate creation of immutable data objects. Java 15 enhances record type further. It is still a preview feature.

Now, with Java 15, Records get their second preview. While there aren’t any major changes(just some minor additions), still there are a few major clarifications and restrictions.

Some fine-tuning has been done for **Java 15 by JDK Enhancement Proposal 384**,

* The implicitly declared fields corresponding to the record components of a record class are final and you can no longer change a record's fields using reflection.
* You can combine records with sealed interfaces.
* You can define "local records" within methods.
* Prior to Java 15, one could declare native methods in records(though it wasn’t a good idea). Now the JEP explicitly prohibits against declaring native methods in records.

## Changing Fields of a Record via Reflection

In Java 14, it was possible to change the final fields of a record via reflection. The following example shows how you could change the x value of the Point record p shown above,

**Field X = Point.class.getDeclaredField("x");**

**X.setAccessible(true);**

**X.set(p, newX);**

In Java 15, this attempt results in an **IllegalAccessException**.

public class \_01\_Records\_Enhancement\_Demo1 {

record Circle(int x, int y) {

}

public static void main(String[] args) {

Circle c = new Circle(3, 5);

int x = c.x();

int y = c.y();

System.***out***.println(x);

System.***out***.println(y);

int newX = 5;

Field X = null;

try {

X = Circle.class.getDeclaredField("x");

X.setAccessible(true);

X.set(c, newX);

} catch (IllegalArgumentException | IllegalAccessException e) {

e.printStackTrace();

} catch (NoSuchFieldException | SecurityException e) {

e.printStackTrace();

}

}

}

## Records and Sealed Interfaces

Records can implement sealed interfaces, which were also added as a preview feature in Java 15. Accordingly, sealed interfaces may also list records in their "permits" list.

public class \_02\_Records\_Enhancement\_Demo2 {

public static void main(String[] args) {

Swift swift = new Swift(600000, "Baleno");

System.***out***.println(swift.getDetail());

Tata tata = new Tata(1000000);

System.***out***.println(tata.getDetail());

}

}

sealed interface Car permits Swift, Tata {

String getDetail();

}

record Swift(int price, String model) implements Car {

*@Override*

public String getDetail() {

return "The Swift model " + model + " car price is " + price;

}

}

record Tata(int price) implements Car {

*@Override*

public String getDetail() {

return "The Tata car price is " + price;

}

}

## Local Records

Records may now also be defined within methods and are then only visible within this method. These local records are helpful when you want to store intermediate results with multiple related variables.

Records can also be defined within methods to store intermediate values. Unlike local classes, a local record is implicitly static. This means they cannot access variables and instance members of the enclosing methods which is actually great since it prevents capturing of values by the record.

Local records are a great boon for Java developers who would earlier have to create helper records.

public class \_03\_Records\_Enhancement\_Demo3 {

public static void main(String[] args) {

Merchant alex = new Merchant("Alex");

Merchant john = new Merchant("John");

Merchant blake = new Merchant("Blake");

Merchant erica = new Merchant("Erica");

List<Merchant> merchantsList = List.*of*(alex, john, blake, erica);

List<Sale> salesList = List.*of*(new Sale(alex, LocalDate.*of*(2023, *Month*.***APRIL***, 17), 11034.20),

new Sale(john, LocalDate.*of*(2023, *Month*.***APRIL***, 18), 8234.22),

new Sale(blake, LocalDate.*of*(2023, *Month*.***APRIL***, 19), 11000.47),

new Sale(erica, LocalDate.*of*(2023, *Month*.***APRIL***, 20), 19654.20));

\_03\_Records\_Enhancement\_Demo3 demo = new \_03\_Records\_Enhancement\_Demo3();

List<Merchant> topMerchant = demo.findTopMerchant(salesList, merchantsList, 2023, *Month*.***APRIL***);

topMerchant.stream().forEach(m -> System.***out***.println(m.name()));

}

record Merchant(String name) {

}

record Sale(Merchant merchant, LocalDate date, double value) {

}

List<Merchant> findTopMerchant(List<Sale> sales, List<Merchant> merchants, int year, *Month* month) {

record MerchantSales(Merchant merchant, double sales) {

}

return merchants.stream()

.map(merchant -> new MerchantSales(merchant, this.computeSales(sales, merchant, year, month)))

.sorted((m1, m2) -> Double.*compare*(m2.sales(), m1.sales())).map(MerchantSales::merchant)

.collect(Collectors.*toList*());

}

double computeSales(List<Sale> sales, Merchant merchant, int year, *Month* month) {

return sales.stream().filter(s -> s.merchant().name().equals(merchant.name()) && s.date().getYear() == year

&& s.date().getMonth() == month).mapToDouble(s -> s.value()).sum();

}

}

# JEP 339 - Edwards Curve Digital Signature Algorithm (EdDSA)

EdDSA is a modern signature method that is faster than previous signature methods, such as DSA and ECDSA while maintaining the same security strength. EdDSA is supported by many crypto libraries such as OpenSSL and BoringSSL. Many users already use EdDSA certificates. Edwards-Curve Digital Signature Algorithm, EdDSA is an advanced elliptic curve scheme and is better than existing signature schemes in the JDK. It has improved security and performance as compared to other signature schemes. It is supported by popular crypto libraries like OpenSSL, BoringSSL etc. EdDSA will only be implemented in java 15 only in the SunEC provider.

public class \_01\_EdDSA\_Algorithm\_Demo1 {

public static void main(String[] args) throws NoSuchAlgorithmException, SignatureException, InvalidKeyException {

String message = "Happy Learning!";

KeyPairGenerator kpgenerator = KeyPairGenerator.*getInstance*("Ed25519");

KeyPair kpair = kpgenerator.generateKeyPair();

Signature sign = Signature.*getInstance*("Ed25519");

sign.initSign(kpair.getPrivate());

sign.update(message.getBytes(StandardCharsets.***UTF\_8***));

byte[] signature = sign.sign();

System.***out***.println("Signature => " + Base64.*getEncoder*().encodeToString(signature));

}

}

# JEP 371 - Hidden Classes

Application frameworks such as Java EE and Spring generate numerous classes dynamically at runtime. In particular, they create proxies for application classes to add features such as access control, caching, transaction management, and JPA lazy loading.

The existing ClassLoader.defineClass() and Lookup.defineClass() APIs generate bytecode indistinguishable from the bytecode that results from compiling static application classes.

Thus, the dynamically generated classes are discoverable by all other classes in the class loader hierarchy and exist as long as the class loader in which they were generated.

That is typically undesirable. On the one hand, those classes are usually considered framework-specific implementation details that should remain hidden from the rest of the application. On the other hand, they are often only needed for a particular time, unnecessarily increasing the application's memory requirements after they have been used.

In Java 15, JDK Enhancement Proposal 371 has introduced "hidden classes" into the JDK.

Hidden classes are defined via the MethodHandles.Lookup.defineHiddenClass() method and cannot be used by other classes - neither directly nor via reflection.
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